# Выбор языка программирования

Для реализации компилятора языка Паскаль был выбран язык программирования C#.

# Модуль ввода-вывода

## Проектирование

Модуль ввода-вывода должен считывать исходный текст программы и позволять лексическому анализатору получать литеры по одной, при этом сохраняя информацию о позиции литеры. Также модуль ввода-вывода должен принимать ошибки для дальнейшего составления листинга ошибок. Каждая ошибка содержит позицию ошибки и код, по которому можно получить её описание.

## Реализация

Для реализации модуля был создан класс IOModule, который хранит номер текущей строки и позицию символа в этой строке.

Основной метод класса NextChar() считывает файл построчно и двигается по текущей строке, «передвигая» текущий символ на 1 позицию. Если метод встречает конец файла, он возвращает значение null, сигнализируя, что далее символов нет.

public *char*? NextChar()

    {

        if (current\_line == null)

            return null;

        if (charnumber == current\_line.Length)

        {

            current\_line = reader.ReadLine();

            while (current\_line == "")

                current\_line = reader.ReadLine();

            linenumber++;

            charnumber = 0;

        }

        if (current\_line == null)

            return null;

        current\_char = current\_line[(*int*)charnumber];

        charnumber++;

        return current\_char;

    }

Также в экземпляре класса хранится список ошибок, который можно пополнять с помощью метода void AddError() и печатать с помощью метода PrintErrors, который принимает на вход функцию для печати.

public *void* AddError(*uint* *error\_code*, *Position* *position*)

    {

        errors.Add(new *Error*(*position*, *error\_code*));

    }

    public *void* PrintErrors(*Action*<*string*> *Print*)

    {

        foreach (var error in errors)

*Print*(error.ToString());

    }

## Тестирование

Тестирование проводилось на файлах emptyfile.txt и pascal example.txt. Ошибки добавлялись «вручную».

IOModule iomodule = new IOModule("pascal example.txt");

while (iomodule.NextChar())

{

    Console.WriteLine(iomodule.Current\_char);

    iomodule.AddError(13);

}

iomodule.PrintErrors(Console.WriteLine);
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# Лексический анализатор

## Проектирование

Лексический анализатор должен выделять последовательность символов (токен) определяя его тип: идентификатор, константа или ключевое слово, и при этом выдавать токены друг за другом по одному. Лексический анализатор должен пропускать комментарии и лишние пробелы, определять ошибки в целых и вещественных константах (например, слишком большое число) и при нахождении запрещённых символов. Ошибки должны подаваться в модуль ввода-вывода.

## Реализация

Лексический анализатор реализован в виде публичного класса LexicalAnalyzer, конструктор которого принимает на вход ссылку на объект класса IOModule, с помощью него производится получение следующего символа.

Основная функция анализатора NextToken() возвращает ссылку на экземпляр одного из классов-подвидов токенов CIdentToken (токен-идентификатор, хранящий имя идентификатора), CKeywordToken (токен-ключевое слово) и CConstToken (токен-константа одного из типов CVariant (int, real, string, boolean) со значением). Каждый из классов наследуется от абстрактного класса CToken с полями типа TokenType (определяет вид токена), Position (позиция символа-начала токена) и KeyWord (значение из перечисления с ключевыми словами, значением для идентификатора и значением для константы).

Значения KeyWord представлены в таблице:

|  |  |
| --- | --- |
| Элемент перечисления | Значение |
| elsesy | else |
| dosy | do |
| ifsy | if |
| programsy | program |
| varsy | var |
| beginsy | begin |
| endsy | end |
| whilesy | while |
| andsy | and |
| orsy | or |
| notsy | not |
| identsy | идентификатор |
| constsy | константа |
| star | \* |
| slash | / |
| equal | = |
| comma | , |
| semicolon | ; |
| colon | : |
| point | . |
| arrow | ^ |
| leftpar | ( |
| rightpar | ) |
| lbracket | [ |
| rbracket | ] |
| later | < |
| greater | > |
| laterequal | <= |
| greaterequal | >= |
| latergreater | <> |
| plus | + |
| minus | - |
| assign | := |
| twopoints | .. |
| integersy | int |
| stringsy | string |
| realsy | real |
| booleansy | boolean |

В методе NextToken() производит пропуск пробелов и комментариев в цикле while (для корректной обработки случая, когда подряд идёт несколько комментариев, либо много пробелов перед и после комментария и т.д.):

// пропуск пробелов и комментариев

        while (ch == ' ' || ch == '{' || ch == '(')

        {

            // пропуск комментариев в { }

            if (ch == '{')

            { … }

            // пропуск блоков комментариев в (\* \*)

            if (ch == '(')

            { … }

            ch = iomodule.NextChar();

            if (!ch.HasValue)

                return null;

        }

Проблема пропуска комментариев в (\*\*) была в том, что существует токен ‘(‘. Если после открывающей скобки нет ‘\*’, то ‘(‘ не является началом комментария, и метод возвращает токен открывающей скобки.

После пропуска метод «распознаёт» токен, ориентируясь на первый значимый (не пробел и не комментарий) символ.

Ключевые слова, идентификаторы и булевые значения начинаются с символов-букв, поэтому при нахождении буквы лексический анализатор считывает последовательность букв, цифр и нижних подчёркиваний до конца. Для определения ключевых слов используется словарь ключевых слов. Если текущий токен найден в таблице ключевых слов, то анализатор возвращает токен-ключевое слово, если текущий токен является значением ‘true’ или ‘false’, то возвращается токен с булевым значением. Во всех остальных случаях возвращается токен идентификатора.

Цифра в начале токена означает, что далее идёт целая или вещественная константа. Анализатор считывает число до конца и в случае неправильных чисел возвращает коды ошибок в модуль ввода-вывода (207 в случае вещественной константы и 203 в случае целой константы). При ошибке анализатор возвращает токен-константу с 0 значением, без ошибок значение будет равно считанному числу.

Ряд токенов имеет один символ в начале, поэтому при нахождении ряда символов производится запрос следующего символа у модуля ввода-вывода и уже точное определение токена. Пример: при нахождении символа ‘<’ анализатор запрашивает следующий символ. В случае нахождения ‘=’ анализатор возвращает токен ключевого слова «меньше или равно», при нахождении ‘>’ — «не равно», а если далее найден другой символ, возвращается токен ключевого слова «меньше». Аналогично обрабатываются остальные токены с одинаковым началом.

При обнаружении символов, с которых начинается односимвольный токен, возвращается токен соответсвенного ключевого слова.

При нахождении постороннего символа анализатор добавляет в модуль ввода-вывода ошибку с кодом 6 и «выбрасывает» FatalException, наследуемый от стандартного класса Exception.

## Тестирование

Тестирование производилось вручную с помощью файлов error1.txt и error2.txt. Лексический анализатор корректно определяет токены и добавляет ошибки в модуль ввода-вывода, а также пропускает лишние пробелы и комментарии.
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Вывод лексического анализатора:
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Unhandled exception. FatalException: Exception of type 'FatalException' was thrown.

at LexicalAnalyzer.NextToken() in \khaldina-pmi-3-compiler\LexicalAnalyzer.cs:line 244

at Program.<Main>$(String[] args) \khaldina-pmi-3-compiler\Program.cs:line 7

# Синтаксический анализатор

## Проектирование

Синтаксический анализатор должен проверять, соответствует ли программа формальным языковым правилам, и выводить синтаксические ошибки в случае их наличия.

От лексического анализатора и модуля ввода-вывода семантический анализатор получает тип текущего токена и его положение в тексте.

Тип токена необходим для анализа правил Паскаля, которые удобно представлены в формах Бэкуса-Наура. Необходимые БНФ взяты в учебнике Залоговой Л.А.

Для каждого правила можно описать функцию, которая будет вызывать функции других правил при встрече нетерминального символа в правиле. Все терминальные символы будут проверены на совпадение с ожидаемыми и в случае ошибки будут сообщать о ней модулю ввода-вывода.

## Реализация

Синтаксический анализатор представляет собой публичный класс Analyzer. Для корректной работы ему необходим модуль ввода-вывода и лексический анализатор.

От лексического анализатора синтаксический получает следующий токен.

Так как файл программы на паскале может быть некорректным или пустым, для обработки случая непредвиденного конца файла класс имеет функцию bool EOF(), которая проверяет, является ли следующий токен пустым, и если это так, сообщает об ошибке в модуль ввода-вывода, после чего возвращает true. С помощью этой функции производится проверка на конец файла, чтобы избежать обращения к пустому указателю на следующий токен.

Функция void Accept() проверяет текущий символ на совпадение с ожидаемым и в случае несовпадения сообщает модулю ввода-вывода об ошибке. Так как в вызывающей функции может быть несколько ожидаемых символов, Accept принимает на вход некоторое количество значений типа KeyWord. Для добавления ошибок в модуль ввода-вывода необходимы коды ошибок, которые хранятся в значениях перечисления KeyWord, например, ключевое слово beginsy (begin) имеет значение 17, что соответствует ошибке «должно идти слово BEGIN». Список ошибок взят из учебника Залоговой Л.А.

Для каждой необходимой БНФ статический анализатор имеет функцию, которая проверяет эту форму. Все функции в сопоставлении с БНФ представлены в таблице:

|  |  |
| --- | --- |
| Функция | БНФ |
| Program | <программа>::=program <имя>(<имя файла>{,<имя файла>}); <блок>. |
| Block | <блок>: :=<раздел меток><раздел констант><раздел типов><раздел переменных><раздел процедур и функций><раздел операторов> |
| VariableDeclarationPart | <раздел переменных> : = var <описание однотипных переменных>; {<описание однотипных переменных>;} | <пусто> |
| VariableDeclaration | <описание однотипных переменных>::=<имя>{,<имя>} : <тип> |
| Type | <тип>::=integer | real | boolean | string (необходимо было реализовать только эти типы) |
| StatementPart | <составной оператор>: := begin <оператор>{; <оператор>} end |
| Statement | <оператор>::= <простой оператор>|<сложный оператор>  <простой оператор>::=<оператор присваивания>|<оператор процедуры>|<оператор перехода>|<пустой оператор>  <сложный оператор>::=<составной оператор>|<выбирающий оператор>|<оператор цикла>|<оператор присоединения> |
| Assignment | <оператор присваивания>::=<переменная>:=<выражение>|<имя функции>:=<выражение> |
| Expression | <выражение>::=<простое выражение>|<простое выражение><операция отношения><простое выражение> |
| SimpleExpression | <простое выражение> ::=<знак><слагаемое>{<аддитивная операция><слагаемое>} |
| RelationalOperator | <операция отношения>::==|<>|<|<=|>=|>|in |
| AddingOperator | <аддитивная операция>::= + | - | or |
| MultiplyingOperator | <мультипликативная операция>::=\*|/|div|mod|and |
| Term | <слагаемое>::=<множитель>{<мультипликативная операция><множитель>} |
| Factor | <множитель>::=<переменная>|<константа без знака>|(<выражение>)|<обозначение функции>|<множество>|not <множитель>  <константа без знака>::=<число без знака>|<строка>|<имя константы>|nil |
| IfStatement | <условный оператор>::= if <выражение> then <оператор>|if <выражение> then <оператор> else <оператор> |
| WhileStatement | <цикл с предусловием>::= while <выражение> do <оператор> |

Функция Program идёт по БНФ <программа>: делает Accept токенов program, идентификатора и точки с запятой, затем вызывает функцию, которая реализует БНФ <блок> и делает Accept точки.

Функция Block пропускает раздел меток, констант и процедур и функций, и вызывает функции, которые реализуют БНФ раздела переменных и раздела операторов.

В функции раздела переменных VariableDeclarationPart происходит Accept ключевого слова var, вызывается функция БНФ описания однотипных переменных и делается Accept точки с запятой. Если описание однотипных переменных не одно, функция в цикле повторяет действия до тех пор, пока ей встречается идентификатор после Accept точки с запятой. Если ключевого слова var в начале нет, ничего не происходит и функция считает, что раздел переменных пуст.

Функция однотипных переменных VariableDeclaration производит Accept идентификаторов и запятых, пока они не кончатся, затем делает Accept двоеточия и вызывает функцию БНФ типа.

Тип в функции Type определяется как integersy, stringsy, realsy и booleansy. По текущему токену с помощью оператора выбора находится нужный код и производится Accept.

StatementPart реализует БНФ составного оператора: Accept begin, затем вызов функции оператора, пока за ним есть точка с запятой, и Accept end.

Statement по первому токену определяет тип оператора и вызывает соответствующую функцию: в случае наличия идентификатора вызывает функцию оператора присваивания, в случае слова begin вызывает функцию поставного оператора, при if функцию, обрабатывающую БНФ условного оператора и в случае while функцию с циклом с предусловием.

Оператор присваивания Assignment делает Accept идентификатора и токена присваивания, а затем вызывает БНФ выражения.

Выражение Expression вызывает функцию простого выражения, а затем проверяет, является ли текущий токен одним из токенов операции отношения, которые перечислены в статическом поле List<KeyWord> relationalOperators. Если текущий токен является одним из них, вызывается функция операций отношения и функция простого выражения.

Функция RelationalOperator делает Accept relationalOperators.

При реализации функции простого выражения SimpleExpression возникла проблема, связанная с БНФ в учебнике Залоговой Л.А., судя по которым, ЛЮБОЕ выражение должно начинаться с унарного знака (что неверно). Было принято решение сделать унарный знак опциональным. При его наличии производится Accept знака. После этого функция вызывает БНФ слагаемого Term, а затем при наличии следующего токена в множестве аддитивных операций addingOperators вызывает функцию AddingOperator, которая производит Accept этого токена, и снова обращается к функции слагаемого.

Функция слагаемого работает аналогично функции простого выражения: она вызывает функцию множителя, а потом проверяет, является ли следующий токен одной из мультипликативных операций multiplyingOperators, и до тех пор, пока это так, она вызывает сначала функцию БНФ мультипликативной операции MultiplyingOperator (производящую Accept токена), а потом функцию множителя.

Множитель может начинаться с идентификатора или константы без знака (то есть целой, вещественной, строковой и булевой константы), поэтому при встрече такого токена функция делает Accept текущего токена. Если текущий токен является открывающей скобкой, функция делает её Accept, вызывает выражение (так как в скобках может быть выражение) и делает Accept закрывающей скобки. В случае встречи токена not она делает Accept и вызывает саму себя, так как получается «не множиитель».

Функция условного оператора производит Accept ключевого слова if, затем вызывает функцию выражения, делает Accept ключевого слова then и вызывает разбор оператора. Если далее встречается ветка else, она делает Accept этого токена, а затем вызывает функцию оператора.

Цикл с предусловием работает аналогично: производит Accept while, вызывает разбор выражения, делает Accept слова do и разбирает оператор.

## Тестирование

На текущем этапе анализатор, проверяющий только синтаксис без нейтрализации ошибок, должен корректно «проходиться» по правильной с точки зрения синтаксиса программе и выдавать ошибку в случае встречи первого некорректного токена.

Тестирование проводилось на файлах error1.txt, error2.txt и emptyfile.txt. error2.txt, несмотря на своё название (хихи), содержит корректную с точки зрения синтаксиса программу, и анализатор корректно проходит по ней, разбирая синтаксис (это было проверено в режиме отладки).

# Нейтрализация синтаксических ошибок

## Проектирование

Чтобы синтаксический анализатор работал после нахождения первой ошибки и по возможности искал ошибки дальше, необходимо при обнаружении ошибок пропускать некоторое количество токенов до момента, с которого можно продолжить анализ. Для этого каждая функция, реализующая одну из БНФ паскаля (кроме Program), должна принимать на вход список токенов, которые могут встретиться после анализа текущей БНФ (то есть, например, для функции раздела переменных такими токенами будут beginsy и point, потому что после описания переменных идёт составной оператор (начинающийся с токена begins), а затем точка).

Функция должна проверять, принадлежит ли текущий токен множеству токенов, с которых может начинаться текущая БНФ или её «последователи», и в случае отрицательного результата выдавать ошибку, а затем пропускать токены до тех пор, пока не найдётся либо токен начала текущей БНФ, либо токен «последователя» (это нужно, чтобы случайно не пропустить токены, которые не нужны в этой БНФ, но должны быть после неё). Например, в случае БНФ раздела переменных текущий токен должен быть либо varsy (в него начинается БНФ), либо один из следующих токенов: beginsy и point. Если текущий токен другой, то функция пропускает токены до тех пор, пока не найдёт нужный.

После пропуска или в случае положительного результата проверки будут три варианта: либо текущий токен является следующим после БНФ (в этом случае происходит выход из функции), либо встречен конец файла, либо текущий токен — это начало БНФ, то есть можно обрабатывать конструкцию языка. После обработки БНФ функция должна снова провести проверку на вхождение текущего токена в множество токенов, следующих за БНФ (и пропуск несоответствующих токенов вплоть до нужных), чтобы гарантировать, что при выходе из неё анализатор стоит, где нужно.

## Реализация

Каждая из функций реализует описанную выше логику с помощью функции проверки Belong и функции пропуска Skip, а также маленькой функции GotoFollowers, вызываемой в конце функции с целью проверки на правильность положения текущего токена.

Функция Belong принимает на вход массив ключевых слов, а на выходе выдаёт булевое значение: false, если текущий токен не принадлежит массиву, либо встречен конец файла, и true, если текущий токен найден среди значений массива.

*bool* Belong(params *KeyWord*[] *starters*)

    {

        return !EOF() && *starters*.ToList().Contains(cur\_token.Code);

    }

Функция Skip принимает на вход код ошибки, по причине которой происходит пропуск, и массив ключевых слов, которые функция будет искать, пропуская лишние токены.

*void* Skip(*int* *error\_code*, params *KeyWord*[] *toKeywords*)

    {

        if (EOF\_error\_added) return;

        iomodule.AddError(cur\_token == null ? iomodule.Position : cur\_token.Position, (*uint*)*error\_code*);

        while (!EOF() && !*toKeywords*.ToList().Contains(cur\_token.Code))

            cur\_token = lexicalAnalyzer.NextToken();

    }

Функция GotoFollowers просто вызывает описанные выше программы, чтобы пропустить токены вплоть до нужных (либо до конца файла).

В учебнике Залоговой Л.А. указано, что в случае неправильных токенов после обработанной БНФ необходимо добавлять ошибку 6 (запрещенный символ). 6 тут исключительно поэтому!

*void* GotoFollowers(*KeyWord*[] *followers*)

    {

        if (!Belong(*followers*) && !EOF\_error\_added)

            Skip(6, *followers*);

    }

## Тестирование

|  |  |  |
| --- | --- | --- |
| Название файла с тестом | Суть теста | Что в итоге |
| test1.txt | Пустой файл. | Ошибка о неожиданном конце файла, ошибка «должно быть служебное слово PROGRAM».  Error code: 1000, line: 1, position: 0.  Error code: 3, line: 1, position: 0. |
| test2.txt | Неправильное слово program + ошибка после него в разделе описания переменных + ошибки в составном операторе в множителе со скобочками + некорректный оператор.  Начало файла: progradlksmdlkamsdm whileLoop;  var  12: integer;  …  begin  a := (10;  …  s := str1 + str2;  1213123123  end. | Error code: 3, line: 1, position: 1.  Error code: 2, line: 3, position: 4.  Error code: 4, line: 12, position: 12.  Error code: 183, line: 20, position: 4. (то есть сначала говорит, что должно быть PROGRAM, а потом говорит, что вместо 12 должно быть имя, потом говорит о нехватке закрывающей скобки, а затем выдаёт ошибку о некорректной операции (я просто не знала, какую ошибку выводить в некорректном операторе, но он верно выводит в этом месте цифру, даже если цифра не совсем та). |
| test3.txt | Ошибка в слове var, ошибка в разделе описаний (там опять 12 вместо имени), потом ошибка в составном операторе и нет точки в конце. | Error code: 18, line: 2, position: 1.  (он нашёл ошибку в разделе описаний, которая var, поэтому пропустил всё до следующего begin и не увидел ошибку с именем).  Error code: 183, line: 15, position: 7.  (это ошибка с некорректным оператором, потому что вместо начального токена БНФ оператора он нашёл число). После этой ошибки он пропускает до следующего возможного места, откуда можно начинать проверку, и тут уже неверно находит ошибку (потому что думает, что «a» это начало оператора => присваивание => в присваивании не +, а :=, и выдаёт ошибку:  Error code: 51, line: 15, position: 15.  Далее он выдаёт ошибку о внезапном конце файла (потому что после end нет точки) и ошибку про точку.  Error code: 1000, line: 21, position: 0.  Error code: 61, line: 21, position: 0. |
| test4.txt | Ошибка в разделе операторов (неправильный begin) | Error code: 5, line: 12, position: 4.  Error code: 10, line: 12, position: 4.  Error code: 6, line: 13, position: 4.  Error code: 6, line: 16, position: 7.  Неправильный begin принимается за идентификатор, поэтому считается, что это продолжается раздел описаний, поэтому выводится ошибка про двоеточие и неверный тип, ну и дальше уже показываются неверные ошибки. |
| test5.txt | Неверный тип в разделе описания переменных, неверное название переменной в разделе описания типов, отсутствие then и незакрытый составной оператор. | Error code: 10, line: 3, position: 7.  Error code: 2, line: 4, position: 7.  Error code: 5, line: 4, position: 7.  Error code: 10, line: 4, position: 7.  Error code: 52, line: 17, position: 4.  Error code: 13, line: 21, position: 4.  Сообщает о неверном типе, потом про неправильное имя, не находит запятую, думает, что там должно быть двоеточие и тип, двоеточия не находит, а при входе в тип пропускает все токены вплоть до типа (и из-за того, что изначально в типе не нашлось сразу типа и пришлось пропускать, добавляет ошибку 10). Потом сообщает о нехватке слова THEN, присваивает ближайший end (17 строка) последнему begin (16 строка), поэтому продолжает анализ всех дальнейших строк как вложенных операторов второго составного оператора (который в строке 14), а нехватку end обнаруживает только в самом конце, потому что end из 21 парует с begin в 14. |
| test6.txt | Отсутствие всего после раздела описания переменных. | Error code: 1000, line: 11, position: 0.  Error code: 17, line: 11, position: 0.  Error code: 61, line: 11, position: 0.  Сообщает о неожиданном конце файла, о том, что должно быть BEGIN и точка. |

# Семантический анализатор

## Проектирование

Семантический анализатор должен проверять программу на соответствие ряду контекстных условий, которые не представлены в БНФ.

Мой компилятор не предусматривает раздел типов, в нём есть только стандартные типы Integer, Real, String и Boolean, которые являются ключевыми словами и распознаются по коду токена в разделе описания переменных (то есть обрабатываются не как идентификаторы), поэтому «запоминать» в процессе анализа кода необходимо только идентификаторы, обозначающие переменные. Для этого будет использован словарь, ключом в котором является строка с именем переменной, а значением – переменная типа CIdentToken, описанный ранее, но изменённый: помимо имени он должен хранить тип переменной (integer, real, string или boolean), чтобы потом было проще производить проверку на правильность использования переменной в каком-либо контексте.

Семантический анализатор должен находить повторно объявленные и не объявленные переменные, несоответствия типов и неверное использование констант и переменных в качестве операндов различных операций. Так как разрабатывается однопроходный компилятор, семантический анализ будет производиться параллельно с синтаксическим, и для него будут использованы те же функции, что и для проверки соответствия БНФ.

## Реализация

Семантический анализ реализован в том же классе Analyzer, что и синтаксический, а проверка контекстных условий производится внутри функций, проверяющих синтаксические правила, там, где это необходимо.

Описанные в разделе описания переменных идентификаторы добавляются в словарь Dictionary<string, CIdentToken> identifiers, а класс CIdentToken теперь содержит поле VariableType variable\_type, которое хранит тип переменной.

Перечисление VariableType имеет следующие значения:

public enum *VariableType*

{

    vartInteger,

    vartReal,

    vartString,

    vartBoolean,

    vartUndef,

}

Значение vartUndef необходимо для проверки корректности типов операндов различных операций и для обозначения типа неописанной переменной.

В функции описания однотипных переменных все однотипные переменные проверяются на повторное описание и добавляются во временный список, чтобы после обработки токена двоеточие и выхода из функции БНФ типа получить значение VariableType, которое будет добавлено всем однотипным переменным в поле типа, а затем все однотипные переменные будут добавлены в identifiers.

Функция Type, которая реализует проверку правильности типа, возвращает VariableType нужного типа, а в случае ошибки у переменной или переменных будет тип vartUndef.

Когда в коде встречается идентификатор (а встречается он либо в выражении, либо в присваивании), необходимо получить его тип для определения корректности использования этого идентификатора в этом контексте. Для определения типа идентификатора служит функция GetIdentType, которая производит поиск идентификатора в словаре всех идентификаторов, и, если не находит, то добавляет его с типом vartUndef, генерирует ошибку о неописанной переменной и возвращает vartUndef, а если находит, то просто возвращает тип идентификатора из словаря.

Добавлять в словарь неописанные переменные с типом vartUndef необходимо, чтобы при каждом новом упоминании этой переменной не генерировать одну и ту же ошибку.

Функции, связанные с разбором выражений (Expression, SimpleExpression, Term и Factor возвращают тип выражения, который должен получиться после его вычисления. Для этого внутри этих функций происходит вызов OperationType, которая принимает на вход типы операндов и проводимую между ними операцию, и в случае неверного использования типов в контексте указанной операции выводит ошибку. Также перегруженная функция OperationType проверяет правильность использования унарного знака с множителем указанного типа и генерирует ошибку в случае неправильного использования.

Функции Assign. IfStatement и WhileStatement, которые вызывают функцию Expression, также изменены: IfStstement и WhileStatement (а ещё при анализе not) вызывают функцию LogicalTest, определяющую, подходит ли результат выражения для конструкции условия. Функция Assign делает проверку CanAssign, которая определяет, можно ли первому типу присваивать второй тип (например, integer можно присваивать переменной типа real, а наоборот нельзя). Если присвоить нельзя, выдаётся ошибка о конфликте типов.

А ещё я заметила, что функции RelationalOperator, AddingOperator и MultiplyingOperator, по сути, одинаковые и отличаются только множеством операций. Теперь это одна функция Operator, которая возвращает код оператора типа KeyWord (или null в случае ошибки), а на вход принимает множество операторов, которые здесь ожидаются.

## Тестирование

Тестирование производилось вручную с помощью файла error3.txt, результаты тестирования можно увидеть в таблице ниже.

|  |  |  |  |
| --- | --- | --- | --- |
| № | Строчка кода программы | Ошибка | Откуда и что значит |
| 1 | program whileLoop; |  |  |
| 2 | var |  |  |
| 3 | a: integer; |  | Первое объявление a корректное |
| 4 | s, str, str: string; | Error code: 101, line: 4, position: 12. | Дважды одна переменная среди однотипных |
| 5 | a: boolean; | Error code: 101, line: 5, position: 4. | Второе объявление a |
| 6 | b: boolean; |  |  |
| 7 | c: real; |  |  |
| 8 | assign1: integer; |  |  |
| 9 | assign2: real; |  |  |
| 10 | assign3: boolean; |  |  |
| 11 | assign4: string; |  |  |
| 12 | assign5: fsdkfpdosf; | Error code: 10, line: 12, position: 13. | Некорректный тип => vartUndef |
| 13 | begin |  |  |
| 14 | a := 10; |  |  |
| 15 | while a < 20 do |  | Корректное выражение в while |
| 16 | begin |  |  |
| 17 | a := a + 1; |  |  |
| 18 | end; |  |  |
| 19 | str1 := 'abc'; | Error code: 104, line: 19, position: 4. | Использование неописанных переменных |
| 20 | str2 := '123'; | Error code: 104, line: 20, position: 4. | Использование неописанных переменных |
| 21 | s := str1 + str2; |  | Ошибка уже выведена, без повторов |
| 22 | assign1:=1; |  |  |
| 23 | assign1:=3.2; | Error code: 145, line: 23, position: 11. | Конфликт типов integer и real |
| 24 | assign1:=false; | Error code: 145, line: 24, position: 11. | Конфликт типов integer и boolean |
| 25 | assign1:='bruh'; | Error code: 145, line: 25, position: 11. | Конфликт типов integer и string |
| 26 | assign2:=2; |  | Присваивание integer в real это не конфликт |
| 27 | assign2:=3.2; |  |  |
| 28 | assign2:=false; | Error code: 145, line: 28, position: 11. | Конфликт типов real и boolean |
| 29 | assign2:='bruh'; | Error code: 145, line: 29, position: 11. | Конфликт типов real и string |
| 30 | assign3:=3; | Error code: 145, line: 30, position: 11. | Конфликт типов boolean и integer |
| 31 | assign3:=3.2; | Error code: 145, line: 31, position: 11. | Конфликт типов boolean и real |
| 32 | assign3:=false; |  |  |
| 33 | assign3:='bruh'; | Error code: 145, line: 33, position: 11. | Конфликт типов boolean и string |
| 34 | assign4:=4; | Error code: 145, line: 34, position: 11. | Конфликт типов string и integer |
| 35 | assign4:=3.2; | Error code: 145, line: 35, position: 11. | Конфликт типов string и real |
| 36 | assign4:=false; | Error code: 145, line: 36, position: 11. | Конфликт типов string и boolean |
| 37 | assign4:='bruh'; |  |  |
| 38 | if (assign1) then assign1:=1; | Error code: 135, line: 38, position: 6. | Некорректное выражение в if (не boolean) |
| 39 | if (assign2) then assign2:=2; | Error code: 135, line: 39, position: 6 | Некорректное выражение в if (не boolean) |
| 40 | if (assign3) then assign3:=false; |  |  |
| 41 | if (assign4) then assign4:='bruh'; | Error code: 135, line: 41, position: 6. | Некорректное выражение в if (не boolean) |
| 42 | assign3:=assign1=assign1; |  |  |
| 43 | assign3:=assign1=assign2; |  |  |
| 44 | assign3:=assign1=assign3; | Error code: 186, line: 44, position: 20. | Конфликт типов операндов операции отношения, integer сравнивается с boolean |
| 45 | assign2:=assign1+assign2; |  |  |
| 46 | assign4:=assign4+assign4; |  |  |
| 47 | assign3:=assign3+assign3; | Error code: 211, line: 47, position: 20. | Конфликт типов операндов аддитивной операции, нельзя складывать boolean |
| 48 | assign2:=assign1-assign2; |  |  |
| 49 | assign4:=assign4-assign4; | Error code: 211, line: 49, position: 20. | Конфликт типов операндов аддитивной операции, нельзя вычитать string |
| 50 | assign3:=assign3-assign3; | Error code: 211, line: 50, position: 20. | Конфликт типов операндов аддитивной операции, нельзя вычитать boolean |
| 51 | assign2:=assign1\*assign2; |  |  |
| 52 | assign4:=assign4\*assign4; | Error code: 213, line: 52, position: 20. | Конфликт типов операндов мультипликативной операции, нельзя умножать string |
| 53 | assign3:=assign3\*assign3; | Error code: 213, line: 53, position: 20. | Конфликт типов операндов мультипликативной операции, нельзя умножать boolean |
| 54 | assign2:=assign1/assign2; |  |  |
| 55 | assign4:=assign4/assign4; | Error code: 214, line: 55, position: 20. | Конфликт типов операндов мультипликативной операции, нельзя делить string |
| 56 | assign3:=assign3/assign3; | Error code: 214, line: 56, position: 20. | Конфликт типов операндов мультипликативной операции, нельзя делить boolean |
| 57 | assign3:=assign1 or assign2; | Error code: 210, line: 57, position: 21. | Конфликт типов операндов логической операции, операнды должны быть boolean |
| 58 | assign3:=assign1 and assign2; | Error code: 210, line: 58, position: 21. | Конфликт типов операндов логической операции, операнды должны быть boolean |
| 59 | assign3:=assign3 or assign3; |  |  |
| 60 | assign3:=assign3 and assign3; |  |  |
| 61 | assign1:=-assign1; |  |  |
| 62 | assign2:=-assign2; |  |  |
| 63 | assign3:=-assign3; | Error code: 184, line: 63, position: 13. | Нельзя ставить унарный знак перед типом boolean |
| 64 | assign4:=-assign4; | Error code: 184, line: 64, position: 13. | Нельзя ставить унарный знак перед типом string |
| 65 | assign5:=10; |  | Тут нет ошибки о неправильном присваивании, так как переменная vartUndef и про неё уже выведена ошибка |
| 66 | end. |  |  |

# Вывод

Реализованный компилятор производит синтаксический и семантический анализ раздела описания переменных, раздела операторов, переменные стандартных типов (boolean, integer, real и string), числовых констант, выражений с различными операциями и скобками над константами и простыми переменными, условного оператора и цикла с предусловиями, оператора присваивания и составного оператора.

То есть реализована минимальная и дополнительная часть, но без раздела описания типов. Вариант индивидуальной части у меня был 2, ничего из него я не сделала.

Также проведено тестирование реализованного компилятора и написан отчёт (я старалась!).